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Abstract—In this paper, the MATLAB graphical user interface 

was used to load an audio data for signal processing. GUI user 

have the control to set the value of passband frequency in Hz for 

both low pass and high filter. Besides the filters, there is a delay 

option through which the user has the control over the amplitude 

as well as the delay time. The plot option allows the users to see 

the frequency response of the filters. 

 
Index Terms—Low pass filter, high pass filter, delay, 

MATLAB, Graphical user interface, frequency response, 

magnitude response, phase response, pole-zero plot, delay 

 

I. INTRODUCTION 

SING MATLAB graphical user interface gives the 

freedom for the users to apply signal processing on an 

audio in a relaxed way. The graphical user interface will have 

filters and delay option which were built using the algorithm. 

The user have the option to load songs of ‘.*wav’ or ‘.*mp3’ 

format. The GUI will have the two separate sliders for delay 

magnitude and delay timing. Low pass filter as well as the 

high pass filter will have their separate sliders to control the 

passband frequency.  Also, the user will have the access to see 

the magnitude response, phase response and the pole zero plot 

for both filters. In addition, the user can compare the low pass 

filter plots and the high pass filter plots. The user can see the 

discrete impulse response as well as unit step response. The 

paper goes through the summary of the algorithm behind it. 

 
Fig. 1.  MATLAB GUI with the signal processing options 
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II. FLOW CHART 

Before writing down the algorithm proper flow chart and 

pseudo code were made so that during the algorithm coding 

follows the proper logic and hierarchy order. 

 
Fig. 2.  Flow chart of the MATLAB algorithm 

III. GRAPHICAL USER INTERFACE 

A. Filters 

Both the low pass filter and the High pass filter were made 

using the function called “designfilt” in MATLAB. All the 

parameters including stopband, filter order, design method, 

passband weight, stopband weight and the sample rate were 

set. The user has the option to control the passband. For the 

low pass finite impulse response filter, the stopband frequency 

was set to 600Hz. Therefore, the users have the option to set 

the passband from 0 to 500Hz. The least square was used for 

the design method. The passband weight was set to 5 and 

stopband weight was set to 0.1. The sampling rate was set to 

twice the sample frequency. 
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Fig. 3.  Magnitude Response of the low pass filter at a certain passband 

 

 
Fig. 4.  Phase Response of the low pass filter at a certain passband 

 
Fig. 5.  Pole-Zero Plot of the low pass filter at a certain passband 

 

“Fvtool” function was used to get the plots for magnitude 

response, phase response and the pole-zero plot. This function 

is better than using “freqz” function because it has more 

accessibility to watch the magnitude response and phase 

response together. It also shows the possible discrete unit 

impulse response. Similarly for the high pass filter, several 

plots were achieved using the “fvtool” and the parameters 

were also set. For the finite impulse response high pass filter, 

the filter order was 25 and stop band is set to 600. Therefore, 

the user have the access to set the pass band from 700Hz to 

20000Hz. The passband weight was set to 5 and the stopband 

weight was set to 0.1. The sample rate is twice the sample 

frequency. The low pass frequency response plot can only be 

seen when the low pass frequency have the frequency more 

than 0 and the song needs to be played. Otherwise, it would 

give error. Similarly the frequency for the high pass filter 

needs to be more than 700Hz to make the filter work as well 

as for the plot. Even though the initial value for the high pass 

filter is set to 700Hz, the MATLAB act as if there is no filter 

at all. When the value of the high pass filter slider is more than 

700Hz the audio file gets filtered. For the low pass filter there 

is 25 zeroes and there is one pole zero cancellation. For high 

pass filter there are 3 pole zero cancellation. They have zeroes 

in both inside and outside unity. 

 
Fig. 6.  Magnitude Response of the high Pass Filter at a certain passband 
 

 
Fig. 7.  Phase Response of the high Pass Filter at a certain passband 

 

 
Fig. 8.  Pole-zero Plot of the high Pass Filter at a certain passband 

 

B. Delay  

For the delay, there are two sliders. One is for the amplitude 

and other is for the time delay control. The amplitude slider is 

responsible for the volume of the delay with respect to the 

original audio file. However, the amplitude slider is just an 

arbitrary value with no units in it. Same case can be drawn for 

the time delay slider, the value mentioned in the slider is all 

arbitrary. This delay is stereo and it was done by adding delay 

on both sides using the algorithm as shown in [1]  

    𝑥2(𝑛, 1) =  𝑥(𝑛, 1) +  𝑣𝑎𝑙1 ∗ 𝑥(𝑛 − 𝑁, 2);                  (1) 
  𝑥2(𝑛, 2) =  𝑥(𝑛, 2) +  𝑣𝑎𝑙1 ∗ 𝑥(𝑛 − 𝑁, 1); 
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IV. FINITE IMPULSE RESPONSE FILTER 

     For a causal discrete-time FIR filter of order N, each value 

of the output sequence is a weighted sum of the most recent 

input values: 

 
Fig. 9.  A direct form discrete-time FIR filter of order N.  

 

      𝑦[𝑛] = 𝑏0𝑥[𝑛] + 𝑏1𝑥[𝑛 − 1] + ⋯ + 𝑏𝑁𝑥[𝑛 − 𝑁] 

                  ∑ 𝑏𝑖 . 𝑥[𝑛 − 𝑖]𝑁
𝑖=0                                                       (2) 

 
 

      The basic methods for designing FIR filters are window 

function, frequency sampling and Equiripple design or 

algorithmic design  

 

𝐻(𝑧) = ∑ ℎ(𝑛)𝑧−𝑛𝑁−1
𝑛=0                                                           (3) 

 

For linear phase   

    ℎ(𝑛) = ℎ(𝑁 − 1 − 𝑛)                                                    (4) 

 

A. Equiripple and Least Square Method 

The equiripple designs achieves optimality by distributing 

the deviation from the ideal response uniformly. Therefore, 

this reduces the maximum ripple or the deviation. The overall 

ripple in terms of energy is large. For the audio signal 

processing that is not desirable. Therefore the least square 

method provides the alternate solution of minimizing the 

energy at the stopband frequency. The attenuation for the 

stopband equirriple is lot greater than the least square method. 

The difference in the attenuation of the stopband frequency 

between equiripple and least square method is shown in Fig. 

11.   

 
Fig. 10.  Equiripple low pass filter 

 

 
Fig. 11.  Equiripple low pass filter vs least square low pass filter 

 

Most of the FIR filters are not recursive and they are linear 

phase filters. The strategy to make the high pass filter is at first 

to make a filter in analog and then convert the idea from 

continuous to discrete domain for low pass filter. Using the 

low the pass filters concept the high pass filters are made.  

B. Network Structure for FIR Systems 

    FIR systems do not have any poles in their systems. One of 

the disadvantage of the FIR system is that it requires poles at 

unit circle to cancel out zeros. Since the FIR system is linear 

phase we can exploit the symmetry property of coefficients. 

 

  𝐻(𝑧) = ∑ ℎ(𝑛)𝑧−𝑛𝑁−1
𝑛=0                                                        (5) 

 

If we consider N even and see that half of the numbers are 

identical. 

  ∑ ℎ(𝑛)𝑧−𝑛
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Therefore, we can use (6) to reduce the number of multipliers.                                          

In general FIR filters are canonical. One of the feature of 

the FIR filters is that it requires no feedback which means 

relative quantization error occurs in each calculation. All most 

all the FIR filters are stable. FIR filters always have linear 

phase also known as group delay. One of the cons of the FIR 

filter is the amount of power required by the processors to 

compute the algorithm. Therefore, FIR system requires more 

taps to reach the same performance as infinite impulse 

response (IIR) which means it requires more memory. Taps 

are the delays or coefficient pairs. The number of taps is often 

represent as N.  Even though more the power more the 

flexibility to fine tune the response of the filter. These are 

problems for the system that has lower memory for example 
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small microcontrollers. FIR is also sometimes limited in 

resolution in low frequency. The filter design is favorable for 

optimization based designs, arbitrary magnitude and phase 

response. The basic difference between IIR filter and FIR 

filter is shown in Fig. 12.   

 

 
 

Fig. 12.  Basic structure difference between FIR and IIR filter 

 

V. CONCLUSION 

      The MATLAB graphical user interface provide an ease 

playground to work on the signal processing. For the time 

being, the GUI is not a real time signal processor. So, when 

the delay or the filter slider are moved the delayed or the 

filtered signal can be heard when the play button is pressed. 

Therefore, after changing the settings in the filters and delays 

the play button needs to be pressed. This project can be further 

improved to make the delay or filter be real time. Due to the 

time constraint, the project could not go to real time 

complexities. During this short duration of time, the idea of 

framing were achieved. In brief, to achieve real time, the 

strategy is to work with buffer and frames. The idea of frames 

was to save the audio into split of 0.1 frames in a 

multidimensional array and make the audio play frame by 

frame. Since, the playing of the frame by frame audio requires 

a loop, the delay or the filter function can be called, each and 

every time it passes the loop. The problem regarding playing 

in the loop is that there is some minor glitches when the audio 

plays and shifts from one from to another. It is due the 

algorithm execution time. This small glitches can be removed 

using several more lines of codes. Therefore, this small project 

in summary can load, play, and stop an audio. Also, it can add 

delays, low pass filter and high pass filter. MATLAB is one of 

the most popular computation program which allows use to 

use simple graphics capabilities. The plots are obtained very 

easily using handles and objects. Additional codes were 

required for making the sliders, the static and interactive 

textbox work dynamically. However, this paper doesn’t 

discuss about those additional codes. 
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